**Exercise 3: Stored Procedures**

**Scenario 1:** The bank needs to process monthly interest for all savings accounts.

* **Question:** Write a stored procedure **ProcessMonthlyInterest** that calculates and updates the balance of all savings accounts by applying an interest rate of 1% to the current balance.

**Scenario 2:** The bank wants to implement a bonus scheme for employees based on their performance.

* **Question:** Write a stored procedure **UpdateEmployeeBonus** that updates the salary of employees in a given department by adding a bonus percentage passed as a parameter.

**Scenario 3:** Customers should be able to transfer funds between their accounts.

* **Question:** Write a stored procedure **TransferFunds** that transfers a specified amount from one account to another, checking that the source account has sufficient balance before making the transfer.

**Code:**

SET SERVEROUTPUT ON

BEGIN

    EXECUTE IMMEDIATE 'DROP TABLE Transactions';

EXCEPTION WHEN OTHERS THEN IF SQLCODE != -942 THEN RAISE; END IF; END;

/

BEGIN

    EXECUTE IMMEDIATE 'DROP TABLE Accounts';

EXCEPTION WHEN OTHERS THEN IF SQLCODE != -942 THEN RAISE; END IF; END;

/

BEGIN

    EXECUTE IMMEDIATE 'DROP TABLE Loans';

EXCEPTION WHEN OTHERS THEN IF SQLCODE != -942 THEN RAISE; END IF; END;

/

BEGIN

    EXECUTE IMMEDIATE 'DROP TABLE Employees';

EXCEPTION WHEN OTHERS THEN IF SQLCODE != -942 THEN RAISE; END IF; END;

/

BEGIN

    EXECUTE IMMEDIATE 'DROP TABLE Customers';

EXCEPTION WHEN OTHERS THEN IF SQLCODE != -942 THEN RAISE; END IF; END;

/

-- Create tables

CREATE TABLE Customers (

    CustomerID NUMBER PRIMARY KEY,

    Name VARCHAR2(100),

    DOB DATE,

    Balance NUMBER,

    LastModified DATE

);

CREATE TABLE Accounts (

    AccountID NUMBER PRIMARY KEY,

    CustomerID NUMBER,

    AccountType VARCHAR2(20),

    Balance NUMBER,

    LastModified DATE,

    FOREIGN KEY (CustomerID) REFERENCES Customers(CustomerID)

);

CREATE TABLE Transactions (

    TransactionID NUMBER PRIMARY KEY,

    AccountID NUMBER,

    TransactionDate DATE,

    Amount NUMBER,

    TransactionType VARCHAR2(10),

    FOREIGN KEY (AccountID) REFERENCES Accounts(AccountID)

);

CREATE TABLE Loans (

    LoanID NUMBER PRIMARY KEY,

    CustomerID NUMBER,

    LoanAmount NUMBER,

    InterestRate NUMBER,

    StartDate DATE,

    EndDate DATE,

    FOREIGN KEY (CustomerID) REFERENCES Customers(CustomerID)

);

CREATE TABLE Employees (

    EmployeeID NUMBER PRIMARY KEY,

    Name VARCHAR2(100),

    Position VARCHAR2(50),

    Salary NUMBER,

    Department VARCHAR2(50),

    HireDate DATE

);

INSERT INTO Customers (CustomerID, Name, DOB, Balance, LastModified)

VALUES (1, 'John Doe', TO\_DATE('1985-05-15', 'YYYY-MM-DD'), 1000, SYSDATE);

INSERT INTO Customers (CustomerID, Name, DOB, Balance, LastModified)

VALUES (2, 'Jane Smith', TO\_DATE('1990-07-20', 'YYYY-MM-DD'), 1500, SYSDATE);

INSERT INTO Accounts (AccountID, CustomerID, AccountType, Balance, LastModified)

VALUES (1, 1, 'Savings', 1000, SYSDATE);

INSERT INTO Accounts (AccountID, CustomerID, AccountType, Balance, LastModified)

VALUES (2, 2, 'Checking', 1500, SYSDATE);

INSERT INTO Transactions (TransactionID, AccountID, TransactionDate, Amount, TransactionType)

VALUES (1, 1, SYSDATE, 200, 'Deposit');

INSERT INTO Transactions (TransactionID, AccountID, TransactionDate, Amount, TransactionType)

VALUES (2, 2, SYSDATE, 300, 'Withdrawal');

INSERT INTO Loans (LoanID, CustomerID, LoanAmount, InterestRate, StartDate, EndDate)

VALUES (1, 1, 5000, 5, SYSDATE, ADD\_MONTHS(SYSDATE, 60));

INSERT INTO Employees (EmployeeID, Name, Position, Salary, Department, HireDate)

VALUES (1, 'Alice Johnson', 'Manager', 70000, 'HR', TO\_DATE('2015-06-15', 'YYYY-MM-DD'));

INSERT INTO Employees (EmployeeID, Name, Position, Salary, Department, HireDate)

VALUES (2, 'Bob Brown', 'Developer', 60000, 'IT', TO\_DATE('2017-03-20', 'YYYY-MM-DD'));

CREATE OR REPLACE PROCEDURE ProcessMonthlyInterest AS

BEGIN

    UPDATE Accounts

    SET Balance = Balance + (Balance \* 0.01),

        LastModified = SYSDATE

    WHERE AccountType = 'Savings';

    DBMS\_OUTPUT.PUT\_LINE('Monthly interest applied to all savings accounts.');

END;

/

CREATE OR REPLACE PROCEDURE UpdateEmployeeBonus (

    p\_Department IN VARCHAR2,

    p\_BonusPercent IN NUMBER

) AS

BEGIN

    UPDATE Employees

    SET Salary = Salary + (Salary \* p\_BonusPercent / 100)

    WHERE Department = p\_Department;

    DBMS\_OUTPUT.PUT\_LINE('Bonus applied to department: ' || p\_Department);

END;

/

CREATE OR REPLACE PROCEDURE TransferFunds (

    p\_SourceAccountID IN NUMBER,

    p\_TargetAccountID IN NUMBER,

    p\_Amount IN NUMBER

) AS

    v\_SourceBalance NUMBER;

BEGIN

    -- Lock source account row

    SELECT Balance INTO v\_SourceBalance

    FROM Accounts

    WHERE AccountID = p\_SourceAccountID

    FOR UPDATE;

    -- Check balance

    IF v\_SourceBalance < p\_Amount THEN

        RAISE\_APPLICATION\_ERROR(-20001, 'Insufficient funds in source account.');

    END IF;

    -- Deduct from source

    UPDATE Accounts

    SET Balance = Balance - p\_Amount,

        LastModified = SYSDATE

    WHERE AccountID = p\_SourceAccountID;

    -- Add to target

    UPDATE Accounts

    SET Balance = Balance + p\_Amount,

        LastModified = SYSDATE

    WHERE AccountID = p\_TargetAccountID;

    -- Record transactions

    INSERT INTO Transactions (TransactionID, AccountID, TransactionDate, Amount, TransactionType)

    VALUES (Transactions\_seq.NEXTVAL, p\_SourceAccountID, SYSDATE, -p\_Amount, 'Transfer');

    INSERT INTO Transactions (TransactionID, AccountID, TransactionDate, Amount, TransactionType)

    VALUES (Transactions\_seq.NEXTVAL, p\_TargetAccountID, SYSDATE, p\_Amount, 'Transfer');

    DBMS\_OUTPUT.PUT\_LINE('Transferred ' || p\_Amount || ' from account ' || p\_SourceAccountID || ' to ' || p\_TargetAccountID);

END;

/

CREATE SEQUENCE Transactions\_seq START WITH 3 INCREMENT BY 1;

-- Apply monthly interest

BEGIN

    ProcessMonthlyInterest;

END;

/

-- Apply 10% bonus to IT department

BEGIN

    UpdateEmployeeBonus('IT', 10);

END;

/

-- Transfer funds (e.g. 200 from account 1 to 2)

BEGIN

    TransferFunds(1, 2, 200);

END;

/

**Output:**

**![](data:image/png;base64,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)**